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 Abstract 
Purpose: Technical Debt and the subsequent problems are discussed often  in industry and 
scientic journals. In this paper, we introduce a framework for managing technical Debt. The 
solution consists of  methods to manage and repay technical debt. The goal of  the framework 
is to provide a better overview of  the Technical Debt items for the IT Development team 
and SMEs. Technical Debt calculation is the cost of  fixing structural quality issues in an 
application that, if  left unfixed, puts the business at critical risk. Technical Debt typically 
includes issues that are highly likely to cause severe business disruption; and may not 
include all problems, just the most critically serious ones.Technical Debt describe problems 
that ariseduring development when workarounds aremade due to tight project deadlines or 
technical improvements are neglected over a longer time. In atechnical metaphor to financial 
debt, the workaroundis interpreted as the debt and the resulting problemsas interest rates. 
Additionally, the paper also catagorizes Technical Debtand provides a view on the metrics 
and tools.
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Framework and Techniques for Managing Technical Debt in Software Development Lifecycle

Introduction
Technical Debt represents the effort required to fix issues 

that are embedded in the software implementation when an 
application is released to production. Technical Debt across 
different technology stacks, are estimated based on the number 
of  engineering flaws and violations of  good architectural and 
coding practices in the software implementation. This data-
driven approach to analyze and articulate the hotspots and 
violations of  engineering practices provides an objective and 
actionable estimate of  Technical Debt.

The estimation of  the Technical Debt of  an average-sized 
application of  300,000 lines of  code (LOC) is around 3.6$’s 
per LOC.Minimizing defects is one of  the effective ways to 
keep development costs down and manage technical Debt, 
which is a priority for many organizations. As the cost of  
fixing defects increases exponentially as software progresses 
through the development lifecycle, it’s critical to catch defects 
as early as possible. The costs of  discovering defects after 
release are significant: up to 30 times more than if  you catch 
them in the architectural and design phases.

Modern day enterprises are critically dependent on 
business applications. These applications are a collection 
of  data and business logic encapsulated in programming 
constructs and plethora of  platform components, such 
as operating systems, databases, hardware and network 
infrastructure. These components are mutable and each one 
of  them would be slowly but inevitably diverging from its ideal 
state to a suboptimal level, which potentially leads towards 
obsolescence or failure. Through judicious investment, IT 
teams and executives can fight off  the ravages of  time and 
reverse the aging process to reduce the technical debt.

Technical Debt–Problem Context
Over time, the number of  platforms and applications 

delivering enterprise capabilities grows significantly, leading 
to duplication of  solutions, overlap of  capabilities across 
multiple platforms, and layers of  customization. These all 
contribute to technical debt, which will negatively impact 
business agility, modernization, digital transformation, and 
the ability to be innovative. The majority of  the IT budget 
goes onrun, instead of  on developing new capabilities.

There are a number of  digital forces from AI, IoT, 
Blockchain to Cloud and SaaS. Organizations across all 
industries are constantly responding to these digital forces, 
whether it is by transitioning to the cloud, adopting a new 
SaaS application, replacing a legacy system, or integrating 
the data behind all these different applications and systems. 
These emerging digital forces are creating a proliferation of  
projects for IT teams. And as more projects arise, IT is taking 
shortcuts to complete them on time and meet the needs of  
the business. 

These shortcuts become IT’s only choice because they 
are extremely constrained––both in terms of  the number 
of  resources available and time. Typically IT teamsare not 
adequately staffed to meet their business needs. As a result 
of  these shortcuts, IT creates more technical debt than ever 
before, further draining their teams’ resources.It is critical that 
we address technical debt, because legacy systems prevent 
teams from moving quickly, innovating, modernizing, and 
delivering new capabilities that are aligned with Intel’s digital 
transformation.Catagories of  technical debt:

Type of 
Technical Debt Desription

Planned Debt This is introduced when quick changes are 
done to reduce time to market

Accidental 
Debt

This is a result of  systems evolving over time. 
When new capabilities are introduced, it 
takes more time to implement them because 
the design may not scale—thus requiring 
significant refactoring.

Unavoidable 
Debt

This is the result of  complexity introduced 
over time with many incremental changes 
and deviations from the original design. This 
type of  debt is difficult to fix and therefore, 
we must attempt to prevent this type of  debt 
from occurring in the first place.

Table 1: Types of  Technical Debt

The accumulation of  technical debt impacts both the cost 
to deliver solutions and the ability to respond to customers’ 
needs. High technical debt leads to lower productivity, reduced 
quality, and a need for constant design and code refactoring. 
Accruing technical debt results in higher operational costs, 
employee in-efficiency, and slower time to market. However, 
more importantly, makeshift solutions stackingat top legacy 
systems ultimately take more time and money to revise, 
leaving fewer resources for innovation and growth. One of  
the key pillars of  digital transformation is technical debt 
reduction. Reducing technical debt and modernizing legacy 
systems by applying the technical debt framework will enable 
to invest in new capabilities and digital transformation 
initiatives for future success and reduce cybersecurity risk.

Framework for Addressing Technical 
Debt  

Sporadically pursuing technical debt is not effective. 
Instead, we propose a framework to guide the technical debt 
efforts. This framework is holistic, in that it encompasses 
the full scope of  technical debt to drive prioritization, aid 
in decision making, and fuel digital transformation. Our 
unique framework spans the entire business and application 
domain.

The framework leverages the following vectors to measure 
technical debt across the application stack:
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Framework 
Vector Description Assessment Attributes

Business 
Value

Business benefits 
enabled by the 
technology

Business application 
compatibility

Data and information 
quality/timeliness

Facility for ease of  use 
and change

Technical 
Value

Adherence of  
the technology 
to standards and 
practices

Architectural alignment

Continuity and 
resilience

Data protection and 
privacy

Scalability & 
performance

Cost
Total cost of  
ownership (TCO) 
of  the technology

Hardware

Licensing

Maintenance

Support

Risk
Day-to-day burden 
imposed by the 
technology

Skills Competency

Compliance

Maintainability

Reputational risk

Supportability

Table 2:  Technical Debt Management Framework

Using automated tools to measure and publish the technical 
debt metrics helps raise visibility and make technical debt 
reduction an enterprise-wide priority.As part of  application 
governance, it is important to introduce defined criteria to 
measure and score technical debt. This helpsto quantify risk 
and technical debt creation. The computed score will help 
governance bodies to approve or reject a project before it gets 
too far along. Adopting this model brings techical debt to 
the surface, making it much more visible and forcing correct 
decisions. The paper proposes a method to compute the cost 
of  a technical debt item and its impact to the enterprise to 
prioritize technical debt issues and focus on the ones that 
will most benefit. The cost includes the Principal which is 
the effort to address the technical debt item and the Interest 
which is the maintenance costand the risk that the debt might 
get out of  control.

It is important to note that the interest can continue 
to increase based on time and other events that is, the cost 
of  technical debt continues to rise if  not addressed early.
This model enables us to characterize every technical debt 
opportunitywith verify that it aligns to the target technology 
roadmap. It also helps us identify the items that carry the 
most debt to determinetechnical debt reduction initiatives that 
will bring significant immediate and long-term value. Using 
this approach will allows to establish the core foundation 
required to perform the assessment to reduce technical debt 

systematically at an enterprise level. Each application is 
assessed and tagged appropriately based on the framework.

Figure 1:  Technical Debt Management Framework

Identify technical debt at the code and design levels by 
leveraging open source platform for functional, structural 
and vulnerability code analysis. These tools continuously 
and automatically inspects code quality, finds bugs, security 
vulnerabilities, and source code characteristics that may 
indicate a deeper problem and issues.Next, establish a 
method for calculating the TCO for each opportunity. This 
method enables to assess costs consistently. Make sure to 
include all aspects of  the system, including costs, licenses, 
hardware, support, and headcount. The assessment will result 
in identifying potential business benefits and a reduction 
in the number of  platforms and services, which are better 
aligned to the enterprise strategy, resulting inreductions in 
the enterprise landscape.

Addressing Technical Debt
Poor software quality leads to huge technical debt and are 

common challenges in real-life software projects. Carrying 
out a software structural, functional and vulnerability 
assessment effectively and adopting the recommendations 
from it improves the design and implementation quality thus 
addressing the technical debt. A comprehensive assessment 
requires us to know the requirements in detail and weight 
different design aspects in accordance with the requirements. 
The amount of  effort and time required to carry out a 
comprehensive design assessment can be quite high. The key 
is to pro actively leveraging software quality assessment tools 
for structural and functional analysis thereby addressing 
technical debt.

These structural and functional quality assessment 
tools analyses code, and identifies software quality issues. 
The tools  analyse the health, complexity & cost of  the 
applicationportfolio, technical debt, architecture, and system 
& code-level analytics. These tools provide insights into the 
complex  software  structures to make informed decisions, 
communicate about software health, measure efficiency and 
prevent software catastrophes.The tools help you reduce 
technical debt and improve the maintainability of  business-
critical applications.
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Studies have shown that a large percentage of  software 
budgets are spent on identifying and correcting software 
defects. This makes sense to invest in technologies that can 
help cut these costs. Automated products can drasticlly reduce 
the amount of  time spent on software reviews, reducing 
development costs while improving time to market and 
efficiency. These products can also easily identify issues that 
can be missed during a manual inspection, increasing overall 
code quality and therefore customer satisfaction. A well-
rounded approach to software quality assessment includes 
automated products throughout the software development 
lifecycle—during the stages when the code is being developed 
and after it is complete—to improve the quality. Leveraging 
both static and dynamic analysis tools, organizations can 
improve quality throughout the software development 
lifecycle. Static analysis products examine the software 
without executing the program. They apply a set of  rules to 
the software code that help identify structural, functional and 
security quality issues early in the development lifecycle. Static 
analysis can help you identify and eradicate flaws before your 
applications are deployedduring the implementation phase, 
which usually results in a less costly remediation process. 
Dynamic analysis products monitor programs while they’re 
running, enabling you to identify run-time issues that can’t be 
detected by examining the developed code.

By combining the static and dynamic analysis products, 
you can improve your code quality, regardless of  the 
individual skill level or whether the code was produced in-
house or offsite. Together, these analysers can automateand 
help development teams identify quality and compliance 
issues throughout the software development cycle. As a 
result, one can reduce the defects and technical Debtin the 
applications, making them easier to maintain; decreasing 
development costs; and accelerating your time to market.

Static Analysis - Automated 
Measured of Technical Debt

The complexity of  today’s business applications has 
exceeded the capacity of  individuals or teams to articulate 
the end-2-end picture. Software programmers may be 
experts in one or two technologies and languages, but none 
will have expertise and knowledge in all the languages and 
technologies leveraged to build modern day applications.  
This is where the automated analysers play a vital role as part 
of  the engagement SDLC.  There are three types of  analysers 
that can be leveraged for application quality analysis and 
assessment which are explained in the following sections.

Functional Analysis
Functional code analyser’s assesses quality,interms, 

degree of  compliance with the coding practices of  software 
engineering that promote security, extensibility, reliability, 
and maintainability. Functional analysers find weaknesses in 

program code that might lead to vulnerabilities. Functional 
analysers analysethe source code for specific defects as 
well as for compliance with various coding standards 
and coding guidelines. A fewtools alsoclub the feature 
to identifiessecurity vulnerabilities and hotspots during 
development and catch these critical issues.  Fixing these 
flaws during implementationphase can reduce the number of  
builds necessary to produce an optimum and secured product 
and educate the development team about coding practices 
and guidelines.Functional analysers review the source code 
to detect common bad practices, catch bugs, and make sure 
the development adheres to standards and guidelines. Most 
code analysis tools define a series of  rulesets (100+ rules) 
that identify different categories of  issues in the code, for 
example: programming errors, coding standards violations, 
and security vulnerabilities.

Figure 2:  Functional Analysis

Structural Analysis
The challenges of  modern software systems converge 

ultimately to their architecture. As systems become more 
complex and huger, their architectures assume ever greater 
importance in managing their growing coherence, reliability, 
and integrity. When architectural integrity is compromised, 
the probability for a serious operational bottleneck increases 
dramatically. Interactions among layers and subsystems 
will become increasingly more complex to articulate. 
Software Composition Analyserslook inside to identify 
architecture quality issues.The analyser’s read, analyse 
and semantically understand all major kinds of  source 
code, across all layers of  an application (GUI, logic and 
data). By analysing all tiers of  complex software, critical 
application health metrics like robustness, maintainability, 
transferability, flexibility, performance, or security can be 
measured and compliance to best practices can be assessed. 
Theanalyser’slookattheapplicationfromastatic viewpoint 
butareabletosimulatehowtheapplication will run, connecting 
all pieces of  the puzzle, looking across different languages 
anddatabases. Hence, analysers are able to perform analysis 
of  the entire application or system and its structural health.

Figure 3:  Structural Analysis

Framework and Techniques for Managing Technical Debt in Software Development Lifecycle
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Security VulnerabiltyAnalysis
Static Application Security (SAST) Toolsare designed 

to analyze source code or compiled versions of  code to help 
find security flaws. Some tools are integrated with the IDE. 
For the types of  problems that can be detected during the 
software development phase itself, this is a powerful phase 
within the development life cycle to employ automated tools, 
as it provides immediate feedback on the issues they might be 
introducing into the code during software development. This 
immediate feedback is very useful, especially when compared 
to finding vulnerabilities much later in the development cycle.
Analyzer toolsperform both dynamic (automated penetration 
test) and static (automated code review) analysis and finds 
security vulnerabilities that include malicious code as well 
as the absence of  functionality that may lead to security 
breaches. Analyzers can determine whether sufficient 
encryption is employed and whether a piece of  software 
contains any application backdoors through hard-coded user 
names or passwords. These tools employ a binary scanning 
approach that produces more accurate testing results, using 
methodologies developed and continually refined by world-
classexpert. The tool may returns fewer false positives, 
developers can spend more time remediating problems and 
less time sifting through non-threats.Analyzersscanning 
the binary level, reviewing the compiled or “byte” code 
rather than source code, one gets the most accurate and 
comprehensive analysis. All applications, regardless of  their 
origin, can be scanned and reviewed by such analyzers. 
Analyzers can even assess third-party software at the binary 
level, without requiring access to the source code. Security 
Analyzersare simply the most effective solution for source 
code security analysis.

Figure 4:  Security Vulnerability Analysis

Dynamic Analysis – Run-Time 
Analysis

Dynamic Analysis  are a set ofprocesses and tools to 
ensure that application remains highly available and responds 
to user requests within an acceptable time limit. Monitoring 
tools help to achieve these goals by monitoring metrics such 
as response time, memory, network bandwidth, IOPS,and 
CPU time. The next generation tools that are based on cutting 
edge technologies like machine learning and AI provide ways 

to diagnose, triage, and resolve issues and bottlenecks in 
applications and infrastructure. Theaspects that are critical 
interms of  application monitoring or APM aremonitoring 
metrics, tracing and logging. 

Application monitoring provides detailed visibility 
into the performance, availability, response times, and user 
experience of  application and itsunderlying infrastructure.  
The application monitoring helpsnot only to monitor 
but rapidlytriage, diagnose, and resolve issues leveraging 
cutting edge tools and technologies. Application monitoring 
tools collect, stores, and analyse the necessary data and 
metadata for troubleshooting, optimizing performance, root 
cause analysis, and final resolution. They typically rely on 
different types of  instrumentation and profiling processes 
to provide real-time insights into the application health and 
its status. When performance exceeds automatically defined 
thresholds, application teams are notified and then can drill 
down contextually to trace transaction and performance 
issues across the distributed infrastructure for triage and 
resolution. 

Key Characteristics of  the Modern Monitoring Systems:

Anomaly Detection•	 . Anomaly detection capabilities 
in monitoring tools can automatically alert users when 
metrics deviate from the thresholds, assess their impact, 
all without human intervention. 

Correlations•	 . Correlation engines go a level deeper 
and compare allparameters that contribute to metric 
outcomes. They analyse and measure subtle changes in 
one or more business metrics. 

Root Cause Analysis•	 . Root cause analysis engines go 
even further and suggest possible causes of  a deviation 
from the normal benchmark of  a business metric or a 
group of  metrics. These engines articulate the cause 
from historical correlations, or they provide IT-users 
with tools to assist them localize a cause by comparing 
multiple correlations.

Automation•	 : After detecting an anomaly, the product 
will determine its root cause, suggest a remediation, and 
predict the futureevents. They may even suggest ways 
to optimize the business process to eliminate future 
incidents. 

Conclusion and Further Work
Integrate technical debt management into DevOps model 

to make technical debt visible. This will avoid irresponsible 
technical debt, and capture any deliberately or prudent debt 
as part of  the product backlog. Dedicated a certain percentage 
of  team effort (the exact percentage will vary depending on 
the enterprise) to work on technical debt items with small 
refactoring installments in each iteration. Adopting such 
a model keeps everyone informed and drives the right 

View Point
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prioritization of  new functionality. Effect culture change by 
educating organization about the importance of  managing 
technical debt. The required new mindset embraces technical 
debt management as a key component of  good software 
development practice and a key enabler of  continued digital 
transformation and success.

The resulting budget can now be applied to modernization, 
innovation, and digital transformation initiatives. There 
is a significant success in changing IT culture, making 
technicaldebt management part of  our everyday thinking. 
This culture change is paramount in sustaining technical debt 
management over the long term.The enterprise benefits of  
technical debt reduction are:

Efficiency•	 :Less required TEAMS, lower support costs, 
and less suppliers to manage.

Stability•	 : Fewer changes to the core platform means 
fewer bugs to fix.

Agility•	 : Faster pace of  change (faster validation).

Reusability•	 : Business units know what capabilities are 
available, and developers know how to introduce new 
functionality.

As next major step modernize legacy applications and 
systems that are critical for the businesses. It is important 
to provide support and secure legacy applications that are 
critical to business. Modernization can help identify legacy 
applications that are candidates for leveraging containers, 
microservices, cloud, and other initiatives aligned to target 
business goals. Modernization is a strategic investment that 

allows innovation while enabling technical debt reduction. 
Establish technology standards, CoE, and governance 
frameworks, integrate them into the software delivery of  
new capabilities across the enterprise. Update standards 
and guidelines to keep pace with technology trends and the 
business strategy.The success hinges on our ability to optimize 
at every layer, then focus on what makes a difference for the 
business.
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